ABSTRACT
Most of the time information handled by organizations has been collected and processed by computers and transmitted across networks to other computers. How can we protect this information from unauthorized access when it is being transmitted? Encryption provides confidentiality by protecting sensitive information from being read by intruders. In this paper, we present two patterns: a Symmetric Encryption pattern that describes a basic type of algorithms and XML Encryption that describes how to apply symmetric and asymmetric encryption to XML messages.
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1. INTRODUCTION
Data security has become one of the most important concerns for governments, financial institutions, hospitals, and private businesses. An important security risk is that information can be captured and read during its transmission. How do we protect this information from being read by intruders? Encryption provides message confidentiality by transforming readable data (plain text) into an unreadable format (cipher text) that can be understood only by the intended receiver after a process called decryption, the inverse function that makes the encrypted information readable again. There are two types of encryption: symmetric and asymmetric encryption. In symmetric encryption a common key is used for both encryption and decryption.

In asymmetric encryption a public/private key pair is used for encryption/decryption; the sender encrypts the information using the receiver’s public key, while the receiver uses his private key to decrypt the ciphered text.

The encrypted messages may be intercepted and be the object of attacks, including illegal reading, modification, and replay. An emerging use of web services that exchanges XML messages also can be target of attacks. Some security standards have been developed to correctly apply encryption functions and thus reduce security risks. XML Encryption is one of the basic standards in securing web services. XML Encryption defines how to encrypt/decrypt an entire XML message, part of an XML message, or an external object linkked to the message, and how to represent the encrypted content and information such as encryption algorithm and key in XML format. We present here patterns for Symmetric Encryption and for XML Encryption. By presenting Symmetric Encryption first we make the second pattern easier to understand.

Section 2 presents the Symmetric Encryption Pattern, and Section 3 presents the XML Encryption pattern. We assume the reader is an application designer intending to use message secrecy in her design and has a basic knowledge of cryptography and UML. The XML pattern could also be of value to a designer of cryptographic products. While the XML pattern does not include all aspects of the standard it has sufficient detail so as it can be used as a guideline for design.

2. SYMMETRIC ENCRYPTION
2.1 Intent
Encryption protects message confidentiality by making a message unreadable to those that do not have access to the key. Symmetric encryption uses the same key for encryption and decryption.

2.2 Example
Alice, in the Purchasing department regularly sends purchase orders to Bob in a distribution office. A purchase order contains sensitive data such as credit card numbers and other company information, so it is important to keep it secret. Eve can intercept her messages and may try to read them to get the confidential information. As part of her work Alice needs to communicate with only a few employees of the company.
2.3 Context
Applications that exchange sensitive information over insecure channels and where the number of users and applications is not very large.

2.4 Problem
Applications that communicate with external applications interchange sensitive data that may be read by unauthorized users while they are in transit. Clearly, if we send sensitive information we are exposing confidential information and we may be risking the privacy of many individuals. How do we protect messages from being read by intruders?

The solution for this problem is affected by the following forces:

- **Confidentiality**—Messages may be captured while they are in transit, so we need to prevent unauthorized users from reading them by hiding the information of the message.
- **Convenient Reception**—The hidden information should be revealed conveniently to the receiver.
- **Protocol**—We need to apply the solution properly or it will not be able to stand attacks (there are several ways to attack a method to hide information).
- **Performance**—The time to hide and recover the message should be reasonable.
- **Security**—For some cases, we need to have a very high level of security.

2.5 Solution
We can prevent unauthorized users from reading messages by hiding the information of the message using symmetric cryptographic encryption.

Symmetric encryption transforms a message in such a way that only can be understood by the intended receiver after applying the reverse transformation using a valid key. The transformation process at the sender’s end is called Encryption, while the reverse transformation process at the receiver’s end is called Decryption.

The sender applies an encryption function (E) to the message (M) using a key (k); the output is the cipher text (C).

\[ C = E_k (M) \]

When the cipher text (C) is delivered, the receiver applies a decryption function (D) to the cipher text using the same key (k) and recovers the message, i.e.

\[ M = D_k (C) \]

2.5.1 Structure
Figure 1 describes the class diagram for the Symmetric Encryption Pattern. A Principal may be a user or an organization that is responsible for sending or receiving messages. This Principal may have the roles of Sender or Receiver. A Sender may send a Message and/or a EncryptedMessage to a receiver with which it shares a secret Key.

The Encryptor creates the EncryptedMessage that contain the cipher text using the shared key provided by the sender, while the Decryptor deciphers the encrypted data into its original form using the same key. Both the Encryptor and Decryptor use the same Algorithm to encipher and decipher a message.

2.5.2 Dynamics
We describe the dynamic aspects of the Encryption Pattern using sequence diagrams for the following use cases: encrypt a message and decrypt a message.

*Encrypt a message* (Figure 2):

**Summary**: A Sender wants to encrypt a message

**Actors**: A Sender

**Precondition**: Both sender and receiver have a shared key and access to a repository of algorithms. The message has already been created by the sender.

**Description**:

a) A Sender sends the message, the shared key, and the algorithm identifier to the Encryptor.

b) The Encryptor ciphers the message using the algorithm specified by the sender.
c) The Encryptor creates the EncryptedMessage that includes the cipher text.

Postcondition: The message has been encrypted and it is ready to send.

Decrypt an Encrypted Message (Figure 3):

Summary: A receiver wants to decrypt an encrypted message from a sender.

Actors: A Receiver

Precondition: Both the sender and receiver have a shared key and access to a repository of algorithms.

Description:

a) A Receiver sends the encrypted message and the shared key to the Decryptor.

b) The Decryptor deciphers the encrypted message using the shared key.

c) The Decryptor creates the Message that contains the plain text obtained from the previous step.

d) The Decryptor sends the plain Message to the receiver.

Alternate Flows:

If the key used in step b) is not the same as the one used for encryption, the decryption process fails.

Postcondition: The encrypted message has been deciphered and delivered to the Receiver.

2.6 Implementation

- Use the Strategy Pattern [5] to select different encryption algorithms. Selection could be based on speed, computational resources, key length, or memory constraints. The selection could happen when instantiating the pattern in an application or dynamically according to environmental parameters.

- The designer should choose well-known algorithms such as AES (Advanced Encryption Standard) [3] and DES (Data Encryption Standard) [2]. Books such as [15] describe their features and criteria for selection.

- Encryption can be implemented in different applications such as in email communication, distribution of documents over the Internet, or web services. In these applications, we may need to encrypt the entire document or just its body. However, in web services we may want to encrypt specific elements of a message.

- Both the sender and the receiver have to previously agree what cryptographic algorithms they support and they both must have the same key. This is the key distribution problem that can be handled in several ways.

- A key management strategy is needed, including key generator, storage, and distribution. This strategy should generate keys that are as random as possible or an attacker who captures some messages could be able to deduce the key. The key should be properly protected or an attacker that penetrates the operating system might be able to get it. Timely and secure key distribution is obviously very important.

- A long encryption key should be used (at least 64 bits). Only brute force is known to work against the DES and AES for example; using a short key would let the attacker generate all possible keys. Of course, this might change and the repertoire of algorithms may need to be updated.

2.7 Known Uses

Symmetric Encryption has been widely used in different products.

- GNU Privacy Guard (GnuPG) [6] is free software that secures data from eavesdroppers.

- OpenSSL [12] is an open source toolkit that encrypts and decrypts files.

- Java Cryptographic Extension [16] provides a framework and implementations for encryption.

- The .NET framework [10] provides several classes to perform encryption and decryption using symmetric algorithms.

- XML Encryption [18] is one of the foundation web services security standards that defines the structure and process of encryption for XML messages.

- Pretty Good Privacy (PGP), a set of programs used mostly for e-mail security, includes methods for symmetric encryption and decryption [13].

2.8 Consequences

This pattern presents the following advantages:
Only receivers who possess the shared key can decrypt a message transforming it into a readable form. A captured message is unreadable to the attacker. This also makes attacks based on modifying a message very hard.

The strength of a cryptosystem is based on the secrecy of a long key [15]. The cryptographic algorithms are known to the public, so the key should be kept protected from unauthorized users.

It is possible to select from several encryption algorithms the one suitable for the application needs.

There exist encryption algorithms that take a reasonable time to encrypt messages.

The pattern also has some (possible) liabilities:

This pattern assumes that the shared key was distributed in a secure way. This may not be easy for large groups of nodes exchanging messages. Asymmetric cryptography can be used to solve this problem.

Cryptography operations are computationally intensive and may affect the performance of the application. This is particularly important for mobile devices.

Encryption does not provide data integrity. The encrypted data can be modified by an attacker, other means such as hashing, are needed to verify that the message was not changed.

Encryption does not prevent a replay attack because an encrypted message can be captured and resent without being decrypted. It is recommended to use another security mechanism such as Timestamps or Nonces to prevent this attack.

2.9 Example Resolved
Alice now encrypts the purchase orders she sends to Bob. The purchase’s order sensitive data is now unreadable to Eve. Eve can try to apply to it all possible keys but if the algorithm has been well chosen and implemented, she cannot read the confidential information. Since she only needs to communicate with a few people within her company, key distribution is rather easy.

2.10 Related Patterns
- The Secure Channel Communication pattern [1], supports the encryption/decryption of data. This pattern describes encryption in more general terms. It does not distinguish between asymmetric and symmetric encryption. Another version is given in [14].
- The Strategy Pattern [5] defines how to separate the implementation of related algorithms from the selection of one of them. This pattern can be used to select an encryption algorithm dynamically.
- Asymmetric Encryption is commonly used to distribute keys.
- Patterns for key management are given in [9].

3. XML ENCRYPTION PATTERN
3.1 Intent
The XML Encryption standard [18] describes the syntax to represent XML encrypted data and the process of encryption and decryption. XML Encryption provides confidentiality by hiding selected sensitive information in a message using cryptography.

3.2 Example
Alice, in the Purchasing department regularly sends purchase orders in the form of XML documents to Bob, who works in a distribution office. The purchase order contains sensitive data such as credit card numbers and other company information, so it is important to keep it secret. Messages may contain also non-sensitive data. In the receiving end, different people will handle different parts of the order. Eve can intercept these orders and may try to read them to get the confidential information.

3.3 Context
Users of web services send and receive XML messages through insecure networks such as the Internet.

3.4 Problem
In many applications that communicate with external applications the users interchange sensitive data. This data may be read by unauthorized people while the messages are in transit.

The solution for this problem is affected by the following forces:
- Messages may be captured while they are in transit, so we need to prevent unauthorized users from reading them by hiding the information of the message using encryption.
- We need to express encrypted elements in a standardized XML format to allow encrypted data to be nested within an XML message. Otherwise, different applications cannot interoperate.
- Different parts of a message may be intended for different recipients, and not all the information contained within a message should be available to all the recipients. Thus,
recipients should be able to read only those parts of the message that are intended for them.

- For flexibility reasons, both symmetric and asymmetric encryption algorithms should be supported.
- If a secret key is embedded in the message, it should be protected. Otherwise, an attacker could read some messages.

3.5 Solution
Transform an XML message using some encryption algorithm so that it can only be understood by legitimate receivers that possess a valid key.

XML Encryption supports both types of encryption: symmetric and asymmetric. The symmetric encryption algorithm uses a common key for both encryption and decryption. The asymmetric encryption algorithm uses a key pair (public key and private key). The sender encrypts a message using the receiver’s public key, and the receiver uses its private key to decrypt the encrypted message. Thus, in both types of encryption, only recipients who possess the shared key or the private key that matches the public key used in the encryption process can read the encrypted message after decryption. Different parts of the message may be encrypted with different keys or not encrypted.

3.5.1 Structure
Figure 4 describes the structure of the XML Encryption Pattern. The yellow classes correspond to the classes of the Encryption pattern, the white classes describe the fact that encryption can now be applied to specific portions of the message.

A Principal may be a user or an organization that sends and receives XMLMessages and/or EncryptedXMLMessages. This principal may have the roles of Sender and Receiver.

Both an XMLMessage and a EncryptedXMLMessage are composed of XML elements. Each XMLElement may have many children, and each child also can be composed by other XML elements, and so on. The Encryptor and the Decryptor encipher a message and decipher an encrypted message respectively.

The EncryptedData contains other subelements such as the encryption method, key information, cipher value, and encryption properties. The EncryptionMethod is an optional element that specifies the algorithm used to encrypt the data. If this element is not specified, the receiver must know the encryption algorithm. The KeyInfo (optional) contains the same key information as the one described in the XML Signature standard [19]. However, this standard defines two other subelements: EncryptedKey and ReferenceList. The EncryptedKey contains similar elements as the EncryptedData; however, they are not shown in the class diagram. The EncryptedKey includes an optional ReferenceList element that points to data or keys encrypted using this key. The CipherData is a mandatory element that stores either the cipher value or a pointer (cipher reference) where the encrypted data is located. The EncryptionProperties element holds information such as the time that the encryption was performed or the serial number of the hardware used for this process.

3.5.2 Dynamics
We describe the dynamic aspects of the XML Encryption Pattern using sequence diagrams for the following use cases: “encrypt XML elements” and “decrypt an encrypted XML message”.

Encrypt XML elements (Figure 5):
Summary: A sender wants to encrypt different elements of an XML message using a shared key.
Actors: A sender
Precondition: Both sender and receiver have a shared key and a list of encryption algorithms.

Description:

a) A sender requests to the encryptor to encrypt a list of XML elements. This list is represented with an asterisk (*) in the sequence diagram.

b) The encryptor creates the EncryptedXMLMessage.
c) The encryptor encrypts the XML Element using the shared key and the encryption method provided by the sender and produces an encrypted value.

d) The encryptor creates the EncryptionData element including the EncryptionMethod that holds the encryption algorithm used to encrypt the data, the KeyInfo that contains information about the key, and the CipherData obtained from step c)

e) The encryptor replaces the XML element with the encrypted data.

f) Repeat steps c) to e) for each XML element to encrypt.

g) The encryptor sends the EncryptedXMLMessage to the sender.

Alternate Flows: none

Postcondition: The encrypted XML message has been created.

3.6 Implementation

• The designer should choose strong encryption algorithms to prevent attackers from breaking them such as Advanced Encryption Standard (AES) and DES (Data Encryption Standard) for symmetric encryption, and RSA (Rivest, Shamir, and Adleman) for asymmetric encryption [15].

• Asymmetric encryption or public-key encryption is more computationally intensive than symmetric encryption. However, symmetric encryption requires that both sender and receiver share a common key. A better practice will be to use the asymmetric encryption in combination with the symmetric encryption. Use symmetric encryption for the message and asymmetric encryption for secure key distribution.

• XML Encryption supports both symmetric and asymmetric encryption. This provides application flexibility; for example, a session uses symmetric encryption and key distribution uses asymmetric encryption.

• Encryption does not require creating a new document as shown in the solution but could be done in place, replacing the message by an encrypted message.

• The data is usually serialized before encryption. The serialization process converts the data into octets. Then, this serialized data is encrypted using the chosen algorithm and the encryption key. The cipher data and the information of the encryption (algorithm, key, and other properties) are represented in XML format.

• The following example illustrates how an encrypted part is embedded within an XML message.
Suppose you want to send a purchase order to the distribution office. This document contains details of the order such as what item to buy, quantity, and credit card information for payment. We want to keep here the XML document simple by just focusing on the encryption part.

```
<Order>
  <Item> Item X </Item>
  <Quantity> 24 </Quantity>
  <Payment Info>
    <Credit Card>
      <Number>1234566 </Number>
      <Expiration Date> 12/12/2010 </Expiration Date>
    </Credit Card>
  </Payment Info>
</Order>
```

Because Payment Info contains sensitive information, we want only to encrypt this element, so it can only be understood by the intended receiver.

```
<Order>
  <Item> Item X </Item>
  <Quantity> 24 </Quantity>
  <Encrypted Data>
    <Encryption Method Algorithm="AlgorithmX"/>
    <Cipher Data>
      <Cipher Value>ijutfrewsvbnmlkk</Cipher Value>
    </Cipher Data>
    <Key Info>
      <Key Name> KeyA </Key Name>
    </Key Info>
  </Encrypted Data>
</Order>
```

The Payment Info element is replaced by the Encrypted Data element that includes all the information needed by the receiver. The Encryption Method element includes the algorithm used for the encryption. The Cipher Value contains the actual encrypted data. For this example, the Key Info element includes the name to identify the key.

### 3.7 Known Uses

Several vendors have developed tools that support XML Encryption:

- **Xtradyne’s WebService Domain Boundary Controller (WS-DBC)** [20]. The WS-DBC is an XML firewall that provides protection against malformed messages and malicious content, XML encryption, XML signature, and authentication, authorization, and audit.


- **Microsoft .NET** [21] includes APIs that support the encryption and decryption of XML data.

### 3.8 Consequences

This pattern presents the following advantages:

- Only users that know the key can decrypt and read the message. Each recipient can only decrypt parts of a message that are intended for him but is unable to decrypt the rest.

- The EncryptedData is an XML element that replaces the data to be encrypted. The EncryptedData as well as the EncryptedKey are composed by other subelements such as encryption method, key information, and cipher value.

- The entire XML message or only some parts can be encrypted.

- If both the sender and the receiver have not exchanged the keys previously, the key can be sent in the message encrypted using public key system.

The pattern also has some (possible) liabilities:

- The general liabilities of symmetric and asymmetric encryption still apply.

- The structure is rather complex and users may get confused.

- Unencrypted portions in the message, they may help a possible attacker. This might be improved by superencryption of the whole message at a lower level, e.g. using TLS.

### 3.9 Example Resolved

Alice now encrypts the purchase orders she sends to Bob, using different keys for the parts that should be read by different people. The purchase’s order sensitive data is now unreadable to Eve. Eve can try to apply to it all possible keys but if the algorithm has been well chosen and implemented, she cannot read the confidential information. Nonsensitive information is not encrypted which saves time and bandwidth.

![Example Diagram]
3.10 Related Patterns

- This pattern includes a specialization of the Symmetric Encryption Pattern.
- The Strategy pattern [5] defines how to separate the implementation of related algorithms from the selection of one of them.

The following specifications are related to XML Signature, but they have not been developed as patterns.

- The XML Key Management Specification (XKMS) [17] specifies the distribution and registration of public keys, and works together with XML Encryption.
- WS-SecurityPolicy [11] standard describes how to express security policies such as what algorithms are supported by a web service or what parts of an incoming message need to be signed or encrypted.

4. CONCLUSION

We presented two patterns: Symmetric Encryption and XML Encryption, the latter a specialization and extension of the first one. We showed these two patterns together to make clearer the logic behind XML Encryption, a rather complex pattern. Future work will include completing our development of other web services security patterns such as WS-Security [7], WS-Trust, WS-Federation, and WS-SecureConversations.
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