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We present a threat pattern that describes cross-site scripting (XSS) attacks. Cross-Site Scripting is listed as number three risk on the 2013 OWASP Top 10 list; it is an attack made possible due to the lack of user input validation or output escaping, which allows attackers to inject malicious code. The pattern describes how the attack is performed, which vulnerabilities it exploits, and how to stop it.
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1. INTRODUCTION

To design a secure application, we first need to understand possible threats to the application. For this purpose we introduced the concept of misuse patterns (Fernandez et al., 2007), which describe how an information misuse is performed. Later, we proposed threat patterns (Uzunov and Fernandez, 2013), to describe the steps of an attack leading to several related misuses. Both patterns describe how an attack is performed from the point of view of the attacker. They define the environment where the attack is performed, countermeasures to stop it, and provide forensic information in order to trace the attack once it happens. For example, a security defense misconfiguration is a vulnerability, taking advantage of this vulnerability is a threat (potential attack) which can lead to reading unauthorized information (a misuse). In particular, threat patterns are useful for developers because once they determine that a possible attack can happen in the environment, the pattern will indicate what security mechanisms are needed as countermeasures. Also, threat patterns can be very useful for forensic examiners to find useful evidence information after the attack has been performed. Finally, they can be used to evaluate an existing system and verify if it can handle specific threats. Note that a threat pattern describes a complete attack, e.g. stealing information from a database, not just specific steps used to perform the attack, such as SQL injection or buffer overflow (both can be used in the same threat). Threat patterns take advantage of specific vulnerabilities and can be described with respect to the corresponding vulnerability or they can be defined with respect to a set of vulnerabilities that allow the attack to proceed.

The Open Web Application Security Project (OWASP) publishes a list of the ten most critical web application security risks called the OWASP Top 10 (OWA10). The OWASP Top 10 is a widely adopted document for application security and has been developed with broad consensus from security experts worldwide. However, their descriptions of common threats do not emphasize architectural aspects and they mix vulnerabilities with threats. We are converting the OWASP descriptions into threat patterns because we believe they will be more useful in this way; we have already written patterns for four of these threats: “Compromising applications using components with known vulnerabilities” and “Direct access to objects using uncontrolled references” (Sulatycki and Fernandez 2015a); “Security Misconfiguration” and “Sensitive Data Exposure” (Sulatycki and Fernandez 2015b).

Cross-Site Scripting has been one of the top 10 security issues for web applications for several years and is considered one of the most prevalent web application security threats (OWA10). Cross-site scripting attacks have surpassed buffer overflows as the world’s most commonly reported security threat (Bates et al.). XSS is a
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type of injection attack, made possible due to the lack of user input validation (Shar and Tan 2012), or output escaping.

We present here a threat pattern to describe XSS attacks. Our audience includes architects, system designers, and web application developers. Section 2 presents the template we use to describe threat patterns (Fernandez, 2013); it is based on the POSA template (Buschmann et al., 1996) with tailoring of some sections. In Section 3, we present a threat pattern for XSS. Section 4 presents some conclusions and possible future work.

2. TEMPLATE FOR THREAT PATTERNS

2.1 Name
The name of the pattern should correspond to the generic name given to the specific type of threat in standard attack repositories.

2.2 Intent or thumbnail description
A short description of the intended purpose of the pattern (what problem it solves for an attacker).

2.3 Context
It describes the generic environment including the conditions under which the attack may occur. This may include minimal defenses present in the system as well as standard vulnerabilities of the system.

2.4 Problem for the attacker
From an attacker's perspective, the problem is how to find a way to attack the system. The forces indicate what factors may be required in order to accomplish the attack and in what way; for example, which vulnerabilities can be exploited.

2.5 Solution
This section describes the solution of the attacker's problem, i.e., how the attack can reach its objectives and the expected results of the attack. UML class diagrams show the system units involved in the attack. Sequence or collaboration diagrams show the exchange of messages needed to accomplish the attack.

2.6 Affected system components (Where to look for evidence)
The pattern should represent, typically using a class diagram, all components that are important to prevent the attack. From a forensic viewpoint, it describes what information can be obtained at each stage tracing back the attack and what can be deduced from this data.

2.7 Known uses
Specific incidents where this attack occurred are preferred but for new vulnerabilities, where an attack has not yet occurred, specific scenarios for the potential attack are enough.

2.8 Consequences for the attacker
Discusses the benefits and drawbacks of a misuse pattern from the attacker's viewpoint. The enumeration includes good and bad aspects and should match the forces.

2.9 Countermeasures
It describes the security measures necessary in order to stop, mitigate, or trace this type of attack. This implies an enumeration of which security patterns are effective against this attack.

2.10 Related Patterns
Discusses other threat patterns with different objectives but performed in a similar way or with similar objectives but performed in a different way.
3. CROSS-SITE SCRIPTING

3.1 Intent
In a Cross-Site Scripting attack attackers write scripts in web applications that will lead to attacks to a target web application. The main idea is to use special characters to make the browser interpreter switch from a data context to code execution that will perform a misuse in the victim’s application.

3.2 Context
Web applications that include user supplied input and outputs to other applications. These applications typically use HTML, Javascript, and Ajax.

3.3 Problem for the attacker
From the attacker’s perspective, the problem is getting to execute scripts in a victim’s browser.

These attacks can be performed by taking advantage of the following vulnerabilities:

- Any text based script can be used to exploit the interpreter in the browser. That means the attacker has many possible web sites to attack.
- Unrestricted user input. Many web sites need to interact with users and usually do not control this input.
- The application often has output functions that can write to other applications.
- Technologies such as Ajax, allow complex interactions between the users and the server, which can be exploited to perform attacks and avoid detection.

The attack is facilitated by:

- There are a number of dictionaries such as xssed.org that publish XSS-related vulnerabilities in specific products.
- The existence of bug bounty programs provides an economic incentive to search for and to disclose information on vulnerabilities. Additionally, vulnerability disclosure is seen as a status symbol for many security experts.
- The Browser Exploitation Framework (BeEF) can be used to “hook” one or more web browsers and use them as pivot points for launching directed command modules and further attacks against the system from within the browser context.

3.4 Solution
The attack exploits an application’s HTML output function that references user input and sends data to the browser (Shar and Tan 2012). The attacker introduces special characters that make the browser switch from a data to a code context so that script can be activated to produce output.

3.5 Variants
There are two types of cross-site scripting:

- *Stored (persistent) cross-site scripting* - malicious payloads are made persistent in a permanent store such as a database and the attack affects any user of the web site who visits the infected page.
- *Reflected cross-site scripting* – The victim is tricked on clicking on a malicious link, which is executed in the context of the victim’s browser.

3.5.1 Structure (Affected system components)

Figure 1 shows a class diagram for compromising applications with XSS vulnerabilities. The *Attacker* submits input that includes a malicious script. The *Application* renders the input back and the *Browser* is tricked into executing the malicious script. The execution of this script will attack the *Victim* who is a user of the Application.
3.5.2 Dynamics

The following use cases describe the sequences of two typical attacks.

**UC1: Stored XSS attack (Fig. 2)**

**Summary:** The Attacker compromises an application vulnerable to stored XSS.

**Actor:** Attacker

**Precondition:** The Attacker must be able to submit input into the application.

**Description:**
- The attacker submits a text-based script to the application.
- The application stores the script.
- The victim visits an infected page of the application.
- The application executes the script in the victim's browser.
- The attacker then compromises the victim's application.

**Postcondition:**
The victim, who is an application user, is compromised: XSS can be used to steal sensitive information such as usernames and passwords, perform session hijacking, remotely control or monitor the user's browser, poison cookies, impersonate a web page used to gather information, including credit card numbers or used as a pivoting point for other attacks.
UC2: Reflecte XSS attack (Fig. 3)
Summary: The Attacker compromises an application vulnerable to reflected XSS.

Actor: Attacker

Precondition: The Attacker must have access to the application.

Description:
- The attacker creates a link containing malicious script targeting the vulnerable application and makes it available to the attacker e.g. by sending an email to the victim containing the link
- The victim clicks on the malicious link.
- The application executes the script in the victims’ application.
- The attacker then compromises the victim.

Postcondition:
The victim is compromised, see possible benefits for the attacker in Section 3.8.
3.6 Affected system components (Where can we find evidence of this attack?)

- We can audit a compromised application and look for evidence of XSS attacks in application logs or persistent data store.

3.7 Known uses (incidents)

Some incidents where these patterns (apparently) were used are:

- In April 2015, another critical XSS vulnerability was discovered that could allow commenters to compromise a WordPress site. (WSR)
- In 2014, an XSS attack in eBay allowed attackers to redirect users to a phishing page (Infosecurity)
- In 2013, an XSS attack in Yahoo Mail allowed attackers to compromise user accounts (TNW)
- A Facebook XSS attack was misused for automatic wall posting in 2011 (Net Security).
- An XSS attack in Twitter was used to steal user cookies to hijack sessions in 2010. (Securelist, 2010)
• In October 2005, the “Samy worm” became the first major worm to use XSS for infection propagation (Whitehat)

3.8 Consequences
Some of the benefits of this threat pattern for the attacker are the following:
• An attacker can get control of applications to obtain confidential information or perform one of the misuses listed in Use Case 1 (steal sensitive information such as usernames and passwords, perform session hijacking, remotely control or monitor the user’s browser, poison cookies, impersonate a web page to gather information later, or create a pivoting point for other attacks.

Possible sources of failure for the attacker include:
• The countermeasures below (section 3.9) would cause the attacker to fail.

3.9 Countermeasures
XSS can be stopped by the following countermeasures:
• Validate all user input and reject any characters that are not explicitly allowed (i.e., a white-list). This needs to be done on the server and the client. Reject also any parameters which are not of the right type, length, or range (Cobb 2009).
• In many cases, XSS is used to steal session cookies in order to hijack sessions. Mark session and other sensitive cookies as “Secure” and “HTTP-Only”.
• Perform output encoding of all data before using the data (stored or user-supplied) to generate web page content. This is particularly important when the original source of data is beyond the control of the application. (OWASP XSS) There are a number of libraries, e.g., OWASP AntiSamy that can be used for this purpose. As a rule it is considered a best-practice to utilize existing libraries which have been vetted from a security perspective rather than writing custom code.
• Consider using Content Security Policy (CSP). This policy instructs the client browser on the location and type of resources that are allowed to be loaded. Use of “Crossing boundaries” policies are also useful (Cobb 2009).
• Require scans and security testing of the entire application stack. This will reveal locations vulnerable to XSS that can then be remediated.
• Design applications using appropriate security methodologies (Uzunov et al. 2012) as a general best practice.

4. DISCUSSION AND CONCLUSIONS
Designers need to first understand possible threats before designing secure systems. However, identifying threats is not enough; we need to understand how a whole misuse is performed by taking advantage of vulnerabilities. Threat and misuse patterns appear to be a good tool to understand how misuses are performed. It is possible to build a relatively complete catalog of threat and misuse patterns for application security. Having such a catalog we can analyze a specific application and evaluate its degree of resistance to these misuses and we are in the process of building this catalog. The architecture (existing or under construction) must have a way to prevent or at least mitigate all the threats that apply to it. When potential customers use an application they must have assurance on what threat/misuses the application is able to prevent. Many providers do not want to show their security architectures; showing their list of threat/misuse patterns would give them a way to prove a degree of resistance to misuses without having to show their security details.

We illustrated our ideas with a specific pattern. We are continuing developing misuse patterns for application security in order to create a relatively complete catalog for it that can be used by application developers. Finally, we intend to incorporate these patterns into a secure systems design methodology.
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